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Intel® IXP2400/IXP2800 Network Processor
Introduction

Introduction 1

1.1

1.2

Note:

About this Document

Thismanual serves as areference for microcode programming the | ntel® 1XP2400 and Intel®
I XP2800 Network Processors. The intended audience for this book is Devel opers and Systems
Programmers.

The book is organized as follows:
Section 2, “Assembler” describes the assembler.

Section 3, “MEV2 Instruction Set”, describes the microinstruction set and provides example
microcode.

Section 4, “Address Maps’, provides the address maps for the MEs, PCI and the Intel X Scale®
core.

Section 5, “Control and Status Registers (CSRs)”, describes the internal registers and provides
examples of their use.

Appendix A, “UCA Warnings’, lists the UCA Warnings and error messages.

For adetailed technical description of the IXP2800 Network Processor, refer to the 1 XP2800
Network Processor Hardware Reference Manual. Similarly, refer to the 1 XP2400 Network
Processor Hardware Reference Manual for a detailed technical description of the 1 XP2400
Network Processor.

Related Documentation

Further information is available in the following documents:

I XP2800 Network Processor Datasheet - Contai ns summary information on the 1XP2800 including
afunctional description, signal descriptions, electrical specifications, and mechanical
specifications.

I XP2400 Network Processor Datasheet - Contains summary information on the 1XP2400 including
afunctional description, signal descriptions, electrical specifications, and mechanical
specifications.

I XP2400/1 XP2800 Networ k Processor Development Tools User's Guide - Describes the
Workbench and the devel opment tools you can access through the use of the Workbench.

IXP2800 Network Processor Hardware Reference Manual - Contains detailed hardware technical
information of the IXP2800 Network Processor for designers.

I1XP2400 Network Processor Hardware Reference Manual - Contains detailed hardware technical
information of the 1XP2400 Network Processor for designers.
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Intel® IXP2400/IXP2800 Network Processor
Assembler

Assembler 2

2.1

Table 2-1.

2.2

This chapter describes the microcode assembler.

Acronyms

Table 2-1 lists common acronyms used in this chapter.

Acronym Definitions

Acronym Description

CAP CSR Access Proxy: IXP2800/IXP2400 functional unit containing majority of CSRs
GPR General Purpose Register

MSF Media Switch Fabric

UCA Microcode Assembler

UCLD Microcode linker that links together the .list files from multiple microengines
microword Microcode instruction word

MEv1 Microengine Version 1 (e.g. IXP1200)

MEv2 Microengine Version 2 (e.g. IXP2800 and IXP2400)
Definitions

For the purposes of this document, the word scope of a virtual register refersto that portion of the
flattened input source in which it is possible to refer to that virtual register. The live-range (or
lifetime) of avirtual register refersto that portion of the code where that register contains a value
that will be used later. Generally, the live-range extends from when the register is set to where that
valueislast used.

Note that the scope and live-range may not coincide. In particular, the live-range may extend
outside of the scope due to, for example, a subroutine call. Even if the subroutine is outside of the
scope of the register, the register may be live within the subroutine. Similarly, the live-range may
be smaller than the scope.

Transfer registers comein two variants. Oneisaread or in transfer register. These are registersthat
may be used as the source of an ALU operation. The name comes from the fact that they typically
are used for “read” /O operations. The other isawrite or out transfer register. These may be used
as adestination of an ALU operation. They are typically used for “write” |/O operations. A virtual
register may be defined as aread transfer register, as awrite transfer register, or asaR/W (or both)
register. In thefirst two cases, the virtual register is allocated from either the read or write banks of
transfer registers. In thisthird case, the virtual register is alocated in both the read and write banks
at the same address. These are needed for 1/O operations that do both reads and writes at the same
time. Historically, al transfer registers fell into this category.
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24

Source File Elements

A source file (.uc) must be created before the assembly process can begin. The .uc file contains
three types of elements:

¢ Ingructions: Consists of an opcode and arguments and generate a microword in the .list file.

* Directives: Passinformation either to the preprocessor, assembler, or to downstream
components (e.g., the linker) and generally do not generate microwords.

* Comments. Ignored in the assembly process.
The elementsin the source are case insensitive.

A microword is the result of assembling one instruction.

Instructions

Instruction lines in the source code generate microwords in the output. They can be preceded by
zero or more labels and can be followed by an optional set of parameters followed by optional
modifiers. Instruction lines can span multiple physical lines of input.

A label isasymbol representing an instruction address that is resolved by the assembler (e.g.,
start#:). A label is composed of astring of alphanumeric characters (including “_") which endsin

the pound sign (#) followed by a colon (:). A reference to alabel (e.g., in a branch instruction)
would omit the colon character because it is referencing a label defined el sewhere.

By convention, labels start in column 1, though thisis not arequirement for the assembler. You can
use none or as many labels as you want for each instruction. The only restriction is that each label
must have a unique name.

All labels for agiven instruction must be defined before the actual instruction specification.

Directives

Directives pass information to the assembler or linker, but they generally do not generate
microwords in the output. Directives start with the directive name optionally followed by
parameters. Directives cannot span multiple lines.

Comments

There are two forms of comment. One comment form starts with asemicolon (;) character and runs
to the end of the line. Thus, each new comment line must start with a semicolon. The semicolon
may start anywhere on any line. Comments on aline that also contains all or part of an instruction
are associated with that instruction. Lines containing comments alone are associated with the next
instruction following it. Comments beginning with a semicolon appear in the output file.

C-style comments (e.g., //comment or /* comment*/) are also supported, but these comments are

removed and do not appear in any output file. Comments attached to token expansion definitions
(e.g., #define) and comments associated with macro parameters do not appear in the output.
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Block Structure

The source code islogically broken into a hierarchy of blocks. That is, blocks may contain sub-
blocks, but ablock cannot be partially contained in a higher-level block.

Blocks are explicitly delimited by “ . begin” and “ . end” directives,

.begin
.end

Or in the older supported directives,

Jocal
.endlocal

Or by directives that define a subroutine.

.subroutine
.endsub

Assembly Process Steps

Asshown in Figure 2-1, invoking the assembler results in a two-step process composed of
preprocessing and assembly steps. The preprocessor step takes a .uc file and creates a .ucp file for
the assembler. The assembler takes a .ucp file and creates an intermediate file with the file name
extension of .uci. The .uci fileis used by the assembler to create the .list file and provides error
information that may be used in resolving semantic problems (such as register conflicts) in the
input file.
The assembler performs the following functions in converting the .uc fileto a .list file:

* Checksinstruction restrictions.

* Resolves symbolic register names to physical locations.

¢ Optimizes the code, by inserting defer[] optional tokens.

* Resolves|abel addresses.

* Translates symbolic opcodes into bit patterns.

The preprocessor is invoked from within the assembler. Command line options are available when
invoking UCA .exe (or UCA.dIl viathe workbench).

uca [options] microcode file microcode file...

For detailed information on Assembler Command Line Options, refer to the I XP2400/1XP2800
Network Processor Devel opment Tools User’s Guide.
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Figure 2-1. Assembly Process
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Assembler Preprocessor

The preprocessor is invoked automatically by the assembler to transform a program before actual
assembly. The preprocessor provides six separate facilities that you can use as you seefit:

Inclusion of files. These are files of declarations that can be substituted into your program.

Macro expansion. You can define macros, which are abbreviations for arbitrary fragments of
assembly code, and then the preprocessor will replace instances of the macros with their
definitions throughout the program.

Conditional compilation. Using special preprocessing directives, you can include or exclude
parts of the program according to various conditions.

Line control. If you use a program to combine or rearrange source files into an intermediate
file which is then assembled, you can use line control to inform the assembler of where each
source line originally came from.

Structured Assembly. You can organize the control flow of the ME instructions into structured
blocks as opposed to a sea of goto statements.
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* Token Replacement. You can use causes instances of an identifier to be replaced with a token
string.

2.6.1 Preprocessor Reserved Labels

The preprocessor generates |abel s during macro expansion and during conditional assembly. Avoid
using labels with these prefixes to avoid confusion with those generated by the preprocessor and to
avoid the possibility of multiple label definitions. In the following table, nnn represents a three-
digit decimal number.

Mnnn_ Prefix used for macro references not preceded by alabel.

Innn__ Prefix used for labels for structured assembly constructs.

2.6.2 Preprocessor Operation

The preprocessor is a simple macro processor that processes the source file before the it is
assembled. It isimportant to have a basic understanding of how the preprocessor operates to
understand how directives interact with one another. This section provides a brief overview.

During the initial reading of an input file, there are three occasions when thefile is read but not
processed:

* Within a#if...#endif clause, if thetext is being skipped.
* Within amacro definition.

¢ Within the body of an assembly loop (e.g., #repeat).

In each of these cases, no processing of directives takes place, with the exception of the directive
that ends that context. Constructs of a similar type may nest, however, so that if within amacro
definition there is another macro definition, the first macro definition will not end until the second
(i.e., the matching) .endm is reached. Within a particular context, other directives are ignored. For
example, if amacro definition had a#if without a matching #endif, an error would not be reported
until the macro was referenced (expanded). So these constructs can be nested within each other, but
they cannot be only partially contained within each other. It would be an error, for example, to put
an unmatched #f within one macro and the “matching” #endif in another.

Linesthat are being processed have expandable tokens expanded. Then macro references are
expanded. This means that an expandable token used as an argument in a macro referenceis
expanded at the time of the reference, not when it is used within the body of the macro.

Table 2-2. Summary of Preprocessor Directives (Sheet 1 of 2)

Directive é;g:nmde:ég Description
#include No Start reading lines from another file.
#define No Define an expandable token.
#undef No Undefine an expandable token.
#ifdef, #ifndef No Conditionally skip following lines.
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Directive é;g:nmdeenég Description
#f, #elif Yes, including Conditionally skip following lines based on a
defined(name)” | constant expression.
#else, #endif N/A Conditionally skip following lines.
#macro No Start defining a macro.
#endm N/A Finish defining a macro.
#repeat, #while Yes eRf&eezggglri(.)wing lines based on a constant
#or No eRf&eezggglri(.)wing lines based on a constant
#endloop N/A End repeated lines.
if, .elif Yes Generate branch instructions.
:gﬁ?_ r:JSr:glr;ide d Yes Generate branch instructions
.else, .endif N/A Generate branch instructions.
.while Yes Generate branch instructions.
.while_unsigned Yes Generate branch instructions.
.endw N/A Generate branch instructions.
.repeat N/A Generate branch instructions.
.until Yes Generate branch instructions.
.until_unsigned Yes Generate branch instructions.
.break, .continue N/A Generate branch instructions.

Constant Expressions (const-expr)

Constant expressions are expressions that evaluate to a constant. Generally, after the assembler
performs token substitution, the expression consists only of humeric constants and operators. The
exception to thisis anumber of preprocessor functions that take identifiers as arguments and that
Within an instruction, wherever a constant is valid, you can use a constant expression that is
surrounded by parenthesis. The parentheses are needed to differentiate expressions from tokens
such as"B-A" which should not be evaluated. For some directives, the parenthesis may be omitted,
but it is generally agood idea to use them.return identifiers or numeric constants as values.
Wherever theterm const_expr appearsin this manual, it can be replaced with (const_expr), where
const_expr is one of the following:

¢ (const)
* (const-expr bin-op const-expr)
¢ (unary-op const-expr)

* (const_expr ? const_expr : const_expr)

function ( token, token, ...)
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2.6.3.1 Preprocessor Binary & Unary Operators

The following binary and unary operators are supported within constant expressions. Operator
precedence is the same as defined for the C programming language.

Table 2-3. Binary & Unary Operators

Type Operator Associativity Comment
unary-ops I ~+ - (unary) Right to left
*| % Left to right
+ - Left to right
<< >> Left to right
cem=>> Left to right These relational operators assume

signed 32-bit values

=== Left to right

bin-ops & Left to right
A Left to right
[ Left to right
&& Left to right
Il Left to right
?: Right to left
, Left to right
2.6.3.2 Preprocessor: Functions

The following functions are supported within constant expressions. These functions, with the
exception of "defined", operate on the results of expanding tokens and eval uating expressions.

Note that in expanding .if and .€lif, the defined(name) construct is replaced by a0 or 1 as
appropriate.

Table 2-4. Functions (Sheet 1 of 2)

Function Description

Returns non-zero if the targeted processor type is only of the
type given by the parameter type and no other. The calculation
performed is "!( __IXPTYPE & ~(type))". Note: the parameter
type can be an expression such as "(typel | type2)". This
function should be used in conjunction with the predefined
symbols described in Section 2.6.8.

IS_IXPTYPE(type)

Returns 1 if the token expands to a numeric constant,

isnum (token ) otherwise it returns 0.

Returns 1 if the token begins with"i$”, which indicates that it is
an import variable. Otherwise it returns 0. Note: the
isimport(token) .import_var directive will generate a warning if an import
variable does not begin with “i$” and it was used in an
isimport() call.
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Table 2-4. Functions (Sheet 2 of 2)

Function Description

Returns 1 if both tokens are identifiers which match, or if both
streq ( token1, token2 ) are numeric constants which match;

otherwise it returns 0.

Returns the index of the first occurrence of token2 in tokenl

(starting with 1). If token2 is not found
strstr ( tokenl, token2 ) ) . . .
in token1, then it returns a value of 0. If either token is not an

identifier, it returns a value of -1.

Returns the number of characters in token. If the token is not

strien (token ) an identifier, it returns -1.

Returns an identifier consisting of the leftmost token2
strleft ( tokenl, token2) characters of tokenl. If tokenl is not an identifier or token2 is
not numeric, the identifier "error" is returned.

Returns an identifier consisting of the rightmost token2
characters of tokenl. If tokenl is not an identifier or token2 is
strright ( token1, token2 ) | not numeric, the identifier "error" is returned.

Note that strright(token, -len) is essentially equivalent to
strright(token,strlen(token)-len).

Evaluates to 1 if the token is a symbol defined within the

defined(token) preprocessor or 0 otherwise.

Returns the log-based-2 of arg as an integer. The round
log2(arg, round) argument is optional and if omitted, it defauts to 0. Refer to
log2(arg) Section 2.6.3.4, “LOG2() Function” for a detailed description of

this function.

Evaluates to 1 if sig is a single sigmal and 3 if sig is a double
mask(sig) signal. For a detailed explanation of this function, refer to
Section 2.8.8.1, “Accumulating Results for ctx_arb[--]".

The constant expression function “strright(token,len)” originally meant to take the len characters
from the right-most position of token. Now, if len is <=0, it will mean to drop the left-most —en
characters. For example:

strright (abcdef, 2) = ef ; original behavior
strright (abcdef, -2) = cdef ; new behavior

2.6.3.3 STRING Operator

One of the limitations of the “string functions’ within the preprocessor constant-expression parsing
isthat they operate on identifiers, not true strings. This has practical implications. For example, a
macro may want an ALU operation passed in, and it may want to do something different based on
whether that operation allows a shift or not. The problem is that the operation cannot be compared
with streq, because the name of some of the operationsis not avalid identifier. To address this,
thereis a new operator defined by single quotes.

This operator will return avalid “identifier”, composed of the text enclosed by the quotes after
token expansion, that is, after macro arguments are expanded. However, the identifier is created
before any of the “arguments’ are evaluated based on normal expression rules.

More precisely, the function will return an “identifier” formed by taking all of the (expanded) text
between the single quotes, minus any leading and trailing white space.
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For example, one could write:

#macro test(arg)
#if (streq(’arg’, 'b-a’))

Note that the string operator was used both on the arg and in the comparison string. This points out
that the argument to the string operator may be a constant rather than an expandable token. One
detail to note: the leading and trailing white space is deleted, but interior white spaceis not.

In the context of constant-expressions, an identifier can also be created using double-quotes. This
behaves the same as the single-quoted version defined above, except that |eading and trailing white
space is not removed. Thiswould probably be used typically to construct an identifier consisting
only of white space, eg. strstr (‘token’ ,” ”).

Note that text within double quotesis not token-expanded.

Here are some examples:

#define A 1
#define B 2

" A+ B ' ; evaluates to 1 + 2
©1 2 3 ' ; evaluates to “1 2 3”
"A + B " ; evaluates to “A + B~
"1 2 3" ; evaluates to “ 1 2 3”7

In this case, the string function would evaluateto “1 + 2", not “3”. Thisillustrates the rule that
arguments are expanded but expressions are not eval uated.

LOG2() Function

The function log2() can be used within constant expressions. It takes two arguments, the second of
which is optional:

log2 (arg, round) or log2 (arg)

arg: Numeric value (taken as an unsigned value) whose log-2 value is desired
round: Optional numeric value determining how arg is to be rounded

The function returns the log-based-2 of arg as an integer. If the round argument is not supplied,
then the default rounding isO. If arg is apower of two, then the same value is returned regardless of
round. If arg is not a power of two, the behavior depends on round, which is described in the
following tables:

Condition Results when arg is not a power of two
round <0 Round result down to next smaller integer.
round =0 Generate an error.
round >0 Round result up to next larger integer.
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Condition Results when arg is zero
round <0 -1
round =0 Generate an error.
round >0 0

Here are some examples.

Table 2-5. Examples of log2() Function

arg log2(arg) == log2(arg,0) log2(arg, -1) log2(arg,1)
0 error -1 0
8 3 3 3
10 error 3 4
OXFFFFFFFF == -1 error 31 32
2.6.3.5 Preprocessor Function Examples

The following examples show the usage of the functions.

The defined(token) constant expression evaluates to 1 if the token is a symbol defined within the

preprocessor, or 0 otherwise. Typical usage would be:

Examples: Defined(token)

#if (defined(FOO) || defined(BAR))

Examples: ISNUM

#macro assign[reg, vall

#if (isnum(val))

// value is a numeric constant

immed [reg, vall]

#else

// assume arg is the name of a register
alulreg, --, b, vall

#endif
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Examples: STREQ

#macro something[type]
#1f (streg(type, sync))

/* This allows the application to specify type as the string

* "sync", assuming that the user has not #defined sync to be

* gsomething else. So the application could call this macro as:
* something[sync]

* or

* gomething[async]

*/

Examples: STRSTR

#macro somethingelse [reg]
#if (strstr(reg,@) > 0)
/* reg is absolute */
#else

/* reg is relative */

#endif

Macros and Expansion Token Restriction

Macros and expansion tokens share the same name space; therefore, it isinvalid to have a macro
with the same name as a #define token.

Syntax for Argument and Token lists

In the preprocessor, several places exist where commas are used in separating itemsin alist. For
example:

#for identifier [argl, arg2, ...]

and macro references:

macro[argl, arg2, ...]

In both cases, commas can be included in the items list aslong as they are enclosed in a matching
set of parentheses or brackets. For example, the directive:

#for id[iteml, foo(bar,bif), immedl[reg,32]]

would be expanded with id taking three values:
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iteml
foo(bar,bif)
immed[reg, 32]

The assembler does not interpret the “,” and take “bif)” or “immed[reg” as values.

Leading and Trailing Spaces in Macros

Leading and tailing spaces in macro arguments are automatically removed by the assembler. For
example:

marco[ argl, arg2 ]

would be translated by the assembler as

macro [argl,arg2]

Environment Variables

The following environment variables are recognized by the assembler:

UCA_INCLUDE: A list of directoriesto be added to the include path. The list is separated by
semicolons:

dirl;dir2;dir3...

and is appended after the directories supplied on the command line.

Predefined Processor Type and Revision Symbols

The preprocessor defines the symbol __IXPTY PE, which identifies the target processor type(s) for
the code being assembled. It is defined to be some combination of the various processor type
symbols also defined by the preprocessor. Table 2-6 lists the processor type symbols and their
meanings.

The preprocessor aso definestwo symbols _ REVISION_MIN and __ REVISION_MAX, which
specify the target processor revision for the code being assembled. The values of these symbolsare
defined according to the command line values or by the Workbench assembler settings. The
revision values consist of an 8-bit value. The upper 4-bits correspond to the major revision number
(which isaletter, suchas“A”, “B”, etc) while the lower 4-bits correspond to the minor revision
number (such as 1, 2, 3, etc.).
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Table 2-6. Processor Type Symbols
Symbol Meaning Type

IXPTYPE Value is determined py c_ommand line arguments. It variable
— takes on some combination of the following values.
__IXP2400 Processor Type IXP2400 1-bit set
__IXP2800 Processor Type 1XP2800 1-bit set
__IXP28XX IXP2800 n-bits set
__IXP2XXX All MEV2 network processors. n-bits set

All these symboals, other than the first one, are pure constants that have only one bit set (for the
processor-specific ones). The _ IXPTY PE symbol indicates the processor types for which codeis
being generated. Its value can consist of a single processor type or a combination of types.

The preprocessor aso defines symbols for the various revision values. The revision symbols are

listed in Table 2-7

Table 2-7. Revision Symbols

Symbol

Meaning

Value

__REVISION_MIN

Minimum processor revision for code being
assembled.

Variable. Default is 0x00

__REVISION_MAX

Maximum processor revision for code being
assembled.

Variable. Default is 0xff

_ REVISION_AO AO revision. 0x00
_ REVISION_A1 Al revision. 0x01
_ REVISION_BO BO revision. 0x10
_ REVISION_B1 B1 revision. 0x11
etc...

Constant values can be thought of as atree, as shown in Figure 2-2
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Figure 2-2. Processor Type Constant Values

Root

__IXP12XX

_IXP2XXX

/

___IXP1200

__IXP2400

__IXP28XX

__IXP2800

__IXP2850

The leaf nodes represent values with asingle bit set while non-leaf nodes represent the union
(bitwise-OR) of the nodes below them.

A default value can also be set using the environment variable UCA_IXPTY PE. For example:

set UCA IXPTYPE=1xp2400

These predefined symbols should be used with the IS _IXPTY PE(type_expression) constant
expression function described in Section 2.6.3.2.

Examples: Different Code Sequence for IXP2400 or IXP2800

#else
#error
#endif

#if (IS IXPTYPE(_ IXP28XX)
// code for IXP2800

#elif (IS_ IXPTYPE(__IXP2400)
// code for IXP2400
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Examples: Code Only Works on MEv2

#if (!IS_ IXPTYPE(__IXP2XXX)
#ferror
#endif

Any code targeted at a specific revision of the | XP2400/I XP2800 Network Processor should make
use of the predefined  REVISION_MIN and __ REVISION_MAX symbols. For example, if the
code is designed to exploit certain features found only in processor revisions A1 or higher, then the
REVISION_MIN symbol can be used along with the #error directive to abort the assembly

process.

For example,
Revision
Number Hex Value
A0 0x00
Al 0x01
A2 0x02
BO 0x10
Bl 0x11
B2 0x12
etc

The default valuesfor _ REVISION_MIN and __ REVISION_MAX are 0x00 and Oxff,
respectively.

Inadditiontothe_ REVISION_MIN and __REVISION_MAX symbols, the assembler also
predefines symbols of the form:

#define _ REVISION A0 (0x00)
#define _ REVISION Al (0x01)

#define _ REVISION BO (0x10)
#define  REVISION Bl (0x11)

etc.

Examples: Revsion Symbol Use

#if (__ REVISION MIN < _ REVISION Al)
#error "This feature is not supported on revision(s) prior to Al"
#else

; version specific code here
#endif
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For more information on setting the processor type or revision, please refer to the | XP2400/
I XP2800 Network Processor Development Tools User’s Guide.

2.6.9 Predefined Import Variables

The Predefined Import variables are detailed in Table 2-8. For more information on import
variables, refer to Section 2.11.8, “Import Variable (.import_var)”.

Table 2-8. Predefined Import Variables

Name Definition
__CHIP_ID and This corresponds to the IXPTYPE valued defined in Section 2-6, “Processor
i$__CHIP_ID Type Symbols” and is derived from the PRODUCT_ID register.

This gives the chip revision as defined in Section 2.6.8, “Predefined Processor

__CHIP_REVISION and e P . p "
i§_CHIP_REVISION Type and Revision Symbols”, which is derived from the “PRODUCT_ID

register.
__UENGINE_ID and This varies from 0x00 - 0x07 and 0x10 - 0x17 for the IXP28xx and from 0x00 -
i$_ _UENGINE_ID 0x03, 0x10 - 0x13 for the IXP2400.
2.7 Preprocessor Usage Techniques

This section contains techniques that you may find useful in writing ME software.

2.7.1 Branching into a Macro

There are occasions where the code might branch into a macro. This generally should be avoided as
the macro then becomes more difficult to modify, but it might be necessary.
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Examples: An Incorrect Method

An incorrect method would be to pass the label in, as follows:

#macro badl[lab, ...]
lab alul...]

#endm

and thento use it as:

badl [mylab#:, ...]

br [mylab#: ]

Which doesn’t work. What happensisthat the macro expands its arguments, so that it gets (in the
example above):

mylab#: alul...]

The preprocessor then realizes that alabel is being defined within a macro expansion and
augments the name to make it unique. What you then get would be:

M001_mylab#: alul...]
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Examples: A Correct Method

The correct way to handle this circumstance isto define the label as normal within the
macro,e.g.,:

#macro goodl[...]

lab#: alul...]

#endm

When the macro is referenced, prefix the macro reference with alabel. This provides away to
identify which macro is being referenced. In this example, the macro reference would appear as.

usel#: goodll[...]

To branch into the macro, one takes advantage of the fact that if the macro reference is preceded
by alabel, that 1abel (followed by an underscore) is used as the label prefix of the augmented
label. Thus, one would branch into the macro as:

brlusel_lab#]

where usel is the label of the reference (minus the #) and lab is the label within the macro
definition. This technique may be extended to jumping into nested macros by preceding the

macro reference within the macro definition with alabel.

Constructing Names from Numbers

There may be times where a repetitive task is to be done on a series of registers, where the register
name is formed by a base name and a number. For example, in the case where one wanted to
generate the lines:

Examples: Example Case

alulregl, 0, +, reg, <<0]
alulreg2, 1, +, reg, <<2]
alulreg3, 2, +, reg, <<4]
alulreg4, 3, +, reg, <<6]
alulreg5, 4, +, reg, <<8]
alulreg6, 5, +, reg, <<10]

One way to do thiswould be:

Programmer’s Reference Manual




In

2.8

Intel® IXP2400/IXP2800 Network Processor
Assembler

Examples: Example case - Alternate Method 1

#macro oneway[reg, const, shift]
alulreg, const, +, reg, shift]
#endm

oneway [regl, 0, <<O0]

oneway [reg2, 1, <<2]

Another way would be to take advantage of the relationship between the numeric portion of the
name, the constant, and the shift value. You could write:

Examples: Example case - Alternate Method 2

#macro anotherway [num]

#define_eval const num-1

#define_eval shift const*2
alulreg/**/num, const, +, reg, <<shift]
#endm

anotherway [1]

anotherway [2]

anotherway [3]

<0Ir>

#for cnt [1, 2, 3, 4, 5]

anotherway [cnt]
#endloop

The problem with the expression reg/**/num is that you want to attach the value of num to
alphabetic characters. It is easy to do thiskind of attachment to non al phabetic characters, (e.g.,
<<shift), but if we were to write regname_num, it would be taken as a single token that would not
be expanded. If we were to write reg num, for example “anotherway[3]”, it would expand to reg 3,
which would also be incorrect.

To get the correct value, we take advantage of the fact that the preprocessor removes C-style

comments. In this example, the comment isaminimal C-style comment. It servesto delimit thereg
and the num, but sinceit is removed, there is nothing left between the expanded texts.

Registers and Signals

The assembler resolves symbolic register names into physical register addresses. The following
sections describe the details of registers and signals.
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28.1.1

Register Naming Conventions

Registers are specified symbolically using a string of a phanumeric characters (including“_"). The
first character of aregister name cannot be numeric. The bank to be accessed (such as GPR, SRAM
XFER, or DRAM XFER) and the addressing mode (context-relative or absolute) is determined by
prefixing the register name with the reserved characters “@" and “$”. Absolute addressing is only
supported for GPR registers; it is not supported for SRAM and DRAM transfer registers.

Register types are defined by prefixes applied to the register names. Registers have atype based on
the name. The table below shows the prefix (in bold) that is applied to register names to specify the
type. Theword “reg” isthe user specified name of the register. Local memory is shared by all
contexts using an index register and does not support relative or absolute names. Transfer and
neighbor registers can also be accessed globally using index registers.

Register Type Relative Name Absolute Name
GPR reg @reg
SRAM Transfer $reg not available
DRAM Transfer $$reg not available
Next Neighbor n$reg? not available

a. Named next neighbor registers are not supported in restricted addressing mode (refer
toSection 2.8.1.1, “Indexed Registers” and Section 3.1.1, “Restricted and Unrestricted Src and
Dest Operands”).

One reason for this paradigm is to allow macros to determine the type of register being passedin as
an argument.

Note that whether an SRAM or DRAM transfer register is allocated strictly out of the read/in or
write/out registersis not considered “type” information and is not indicated by the name.

Indexed Registers

The MEv2 allows access to some of the register types by using an index register. Anindex register
isalocal CSR that pointsto an addressin the related register file. The actual register that is
addressed can be accessed in amanner similar to that of “normal” registers.

Generally, theindex is set using the local_csr_wr instruction®. The exception is the index register
used for writes to the neighbor register. In this case, the CSR islocated in the neighbor ME and is
not visible to the writer (although the neighbor can accessit). Typically, it isinitialized by the
neighbor and then the neighbor registers function as a FIFO, with the read/write index registers
never being directly set again (they are always advanced indirectly via post-increment).

Local memory can only be accessed through indexed registers; it does not support the use of
“named” registers. In the case of local memory, there are two independent index registers (zero and
one). The contextsin an ME can either share the same two registers, or each context can reference
its own set. For all other indices, each context within an ME shares the same index.

1. SeeSection 5, “Control and Status Registers (CSRs)” for details on which local CSRs are used for which indices.

42

Programmer’s Reference Manual



1.
2.

intel.

Caution:

Intel® IXP2400/IXP2800 Network Processor

Assembler

Neighbor registers can be accessed by name or by an index, but the programmer will not typically
access the registers using both names and index in the same program®. Transfer registers can also
be accessed by name or by an index; however, it is more likely that you will access the registers
using both names and index in the same program.

Each of the indices supports a number of additional features, including:

* Post-increment

* Post-decrement

* Offsetting

The feature set of the different indices are shown in the following table:

Register Register Post- Post- Offsettin Local CSR Name for
Type Name increment decrement 9 Index Register?
Local *$index0 *|$index0++ *|$index0-- *|$index0[n] ACTIVE_LM_ADDR_O
Memory *|$index1 *I$index1++° *I$index1--2 *$index1[n]® ACTIVE_LM_ADDR_1

Next
Neighbor *n$index *n$index++d N/A N/A NN_PUT
) NN_GET
Fifo -
?r'zﬁger *$index *$index++ *$index-- N/A
T_INDEXI
'I?rzﬁzler *$$index *$index++ *$$index-- N/A

a. Refer to Section 5 of this manual for a complete list of Local CSR Names.

b. Post increment and Post decrement are supported for unrestricted addressing only. See Section 3.1.1, “Restricted and Un-
restricted Src and Dest Operands”

c. For offsetting, n = 0 to 15 for unrestricted addressing. See Section 3.1.1, “Restricted and Unrestricted Src and Dest Oper-
ands”

d. Optional when used as a source and required when used as a destination.

The SRAM and DRAM indexing operations use the same local CSR as the index to these
memories.

The use of an indexed register reference isindicated by the leading asterisk (“*”) in the register
name. After that comes the normal type prefix and then the keyword “index”. In the case of local
memory, the keyword “index” isfollowed by a“0” or “1” to identify which Local Memory CSR
index register to use. Post-increment or post-decrement isindicated by appending “++” or “ - -" to
the register name. For example, “ *n$index++".

Offsetting refers to addressing aword (4-bytes) at afixed offset from the word addressed by the
Index local CSR. The offset is a constant in the range from O to 15 words. When an offset is used,
the offset is bit-wise ORed into the address. This means that the address register must be aligned on
an appropriate boundary for offsetting to work?. Offsetting isindicated by appending a numeric
constant surrounded by square brackets to the register name. An example would be
“*18index0[3]".

Offsetting cannot be used with post-increment or post-decrement.

The index implements a FIFO that will eventually overwrite any named register.
Alignment needs to be maintained by the programmer. The assembler cannot check for proper alignment.
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Anindex register isthe only way that the local memory can be accessed. Local memory does not
support the use of "named" registers as do the other register files. In the case of local memory, there
are two independent index registers for each context and one set for the active context (the context
that is currently executing).

In the case of local memory, the two index registers are referenced within the instructions using the
keywords *1$index0 and *1$index1. These keywords always refer to the active set. The ME can be
put into a mode where all contexts share the same two registers (the active set), or each context
usesits own set. Thisis specified using the assembler directiveslocal_mem0_mode, and
local_mem1_mode (refer to Section 2 for more information on these directives). When an ME is
set up to have each context use their own two index registers and a context begins executing, its set
of registers are loaded into the active set and when the context goesto sleep, the active set are
saved back to context’s set. In the mode where all contexts share the same two registers, the active
setisonly set that is used.

Thelocal memory index registers are loaded using the local_csr_wr instruction. The following
register names can be used to access the two independent index registers for the active context.

ACTIVE_LM_ADDR 0 ACTIVE LM_ADDR 1
ACTIVE_LM_ADDR_0 BYTE_INDEX ACTIVE_LM_ADDR_1 BYTE_INDEX

For the contexts that are not active, users can access their local registers by first setting
CSR_CTX_POINTER to the correct context number. Then, the following register names can be
used to access the two independent index registers of the specified context.

INDIRECT_LM_ADDR 0 INDIRECT_LM_ADDR_1
INDIRECT_LM_ADDR_1 BYTE_INDEX INDIRECT LM_ADDR_1 BYTE_INDEX

Refer to Section 5 for more information on all these registers.

The Next Neighbor registers can use the index register in support of Next Neighbor Rings. When
the destination register is specified as* n$index++ the NN_PUT index register is used to perform a
put operation. When the source register is specified as * n$index++ the NN_GET index register is
used to perform a get operation.

The entire transfer register set can be accessed by a context using the Transfer Register Index
Registers (T_INDEX). A register number (as shown in Table 2-9) iswritten to the T_INDEX
register using the local_csr_wr instruction. Then in transfer register is read or written using the
notation shown in the Table 3-4 to specify either a source (for awrite) or a destination (for aread).
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Table 2-9. Registers Used By Contexts in Context-Relative Addressing Mode
Number of Acti GPR S Transf
umber o ctive Absolute Register Numbers ranster or D Transfer
Active Context Neighbor Index Number
Contexts Number A Port B Port Index Number
0 0-15 0-15 0-15 0-15
1 16-31 16-31 16-31 16-31
) 2 32-47 32-47 32-47 32-47
(Instruction 3 48-63 48-63 48-63 48-63
always specifies
Registers in 4 64-79 64-79 64-79 64-79
range 0-15) 5 80-95 80-95 80-95 80-95
6 96-111 96-111 96-111 96-111
7 112-127 112-127 112-127 112-127
4 0 0-31 0-31 0-31 0-31
(Instruction 2 32-63 32-63 32-63 32-63
always specifies
Registers in 4 64-95 64-95 64-95 64-95
range 0-31) 6 96-127 96-127 96-127 96-127

Two registers of the same type other than GPR cannot appear as source operandsin asingle
instruction, but two registers of the same type can appear with one being a source and one being a
destination. This raises the question of what happens if in this case one wishes to apply an
increment/decrement operator to that register. The rule that the assembler uses is that when the
same index register is used as both a source and destination, any increment/decrement operator
must be applied to the destination usage. Usage on the source or on both will result in an error.

Thus:

alul[*1$index0++,

1, +, *1$index0 ]

would be valid, but
alul[*1$index0 , 1, +, *13$index0++]
alu[*1$index0++, 1, +, *13$index0++]

would not. Thisisto prevent confusion in people who are looking at the code and who might think
that the first bad case is writing to the next register after the one being read, and who might think
that the second bad case isincrementing the index register twice.

Note that neighbor registers have different read and write pointers, so both of the following are
valid:
alul[*n$index++, 1, +, *nS$index]

alu[*n$index++, 1, +, *nSindex++]

Itisallowed that the same local memory index can be offset differently as source and destinationin
the sameinstruction. Thus, the following is valid:
alul[*1$index0([3], 1, +, *1$index0[4] ]

1.  Conceptualy, the hardware samplesthe value of the index register and usesthat for both the source and destination references. Meanwhile,
the index register ismodified. So it makes no sense to think about incrementing the register after the read operation but before the write

operation or incrementing it twice.
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It isnot valid, however, to use a post-modify on the destination and an offset on the same index as
source.

Mixing Indexed and Named Register Usage

Use of index registers does not result in any register alocation. Conceptualy, thisis similar to the
C language behavior that “int *p;” does not allocate an integer.

Local memory can be allocated and managed manually. You can allocate and choose specific
addresses for local memory use through #define's; however, the preferred method is to use the
memory allocation directives described in Section 2.11.11, “Memory Allocation Directives’ to
allocate blocks of local memory.

In the case of neighbor registers, the two methods (indexed and named) are conceptually exclusive.
When the indexed method is being used, one would not be using the named method, and since the
index defines a FIFO covering the entire register array, allocation is not relevant.

For transfer registers, however, indexed and named usage may be mixed. Thisis partially aresult
that 1/0 references work on named transfer registers and not indexed transfer registers. To cause
the register allocation to occur, al of the registers need to have names and to be part of the
xfer_order instruction, regardless of whether the programmer will actually reference them by
name. Additionally, the programmer needs to use .set or .use directives to indicate when these
registers are being used.

Transfer Registers (xfer)

The xfer parameter specifies a Transfer register. Transfer registers are always specified with one or
two $ characters as a prefix. S-Transfer register use one $ (example: $xfer) while D-Transfer
registersuseto $ (example: $$xfer). Read and write transfer registers are specified by how they are
used. For example, reading $xfer reads a S-Transfer Read register while writing the register writes
an S-Transfer Write register

When an 1/O instruction specify areference count (ref_cnt) greater than 1,the data from multiple
transfers are read or written from a contiguous set of Transfer registers. In this case the xfer
parameter specifies the first register in the contiguous set. Since the instruction only specifies the
first register in the contiguous set of registers, the assembl er requires that the programmer indicate
the names of registers that the programmer would like to use for the other contiguous registers.
Thisis specified using the .xfer_order assembler directive.

Register Declarations

The main purpose of register declarations isto assist the programmer in catching bugs; primarily
those resulting from typing the name of aregister incorrectly. The use of register declarations may
be made optional or required depending on the command-line switches. If declarations are not
required, then aregister that is used without being declared isimplicitly declared with a global
scope and an automatic lifetime.
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Preferred Register Declaration Syntax
Registers are declared! using the .reg directive.

Registers can have four different attributes. These are specified as described later in this section by
keywords. The default attribute values (i.e., the attributes specified with no keywords) are
underlined. For a more thorough description, see the rest of this section.

Scope: This determines what part of the source code can reference this register. Conceptually, this
can have one of three values (if the declaration occurs within a block, then block is the default
scope; otherwise, module is the default):

* Block: Thevirtual register can only be referenced from its declaration to the end of the
enclosing block. Thisis similar to a variable declared within the body of a C-function.

* Module: The assembler currently has no notion of “modul€”. This attribute is reserved for
possible future use. At this release, the module attribute is effectively the same as having it at
global scope except that the nameis prefixed in thelist file. Thisis similar to atop-level non-
static variablein C.

* Global: Thevirtual register can be referenced from its declaration to the end of the module, or
from within other modules (via extern declarations). Thisis similar to atop-level non-static
variablein C.

Lifetime: This determines how the register allocator allocates this register. Conceptualy, this can
have one of two values:

¢ Automatic: The allocator will determine those parts of the code where the register contains a
meaningful value. Thisis called the live-range of the virtual register. Two registerswhose live-
ranges do not overlap may be safely allocated to the same physical register. Thisisthe normal
situation.

* Volatile: Thevirtual register is allocated to a dedicated physical register; i.e. no other virtual
register will be allocated to the same physical register. This guarantees that areference to a
different virtua register will never modify valuesin thisvirtual register. Thiswould be needed
if either the allocator’s algorithms compute the wrong live-range, or if the register were to be
accessed asynchronously (e.g. atransfer register that was to the be target of areflector
operation).

Direction: In the case of transfer registers, thisindicates which of the read/write transfer registers
are being allocated. This can take three values:

* Read: Only aread transfer register is declared.
* Write: Only awrite transfer register is declared.

* Both: Both aread and awrite transfer register (at the same address) is declared. Thisis needed
for operations that do both aread and awrite at the same time, e.g. test-and-set.

A transfer register that is not explicitly declared "read" or "write" (that is, it isimplicitly declared
asread/write or "both") is considered as two separate but linked physical registers. That is, thelive
range is computed for each of the pair separately.

This means that declaring a transfer register with the "read" or "write" keywords has no effect on
register allocation. Thisisbecauseif it isdeclared as "both", but only used as a"read”, then the
write "half" of the register will have an empty live range, and so it won't conflict with anything
else. The same holds trueif it is declared as "both" but only used asa "write" transfer register.

1. Notethat index registers do not need to be declared. Since local memory can only be accessed by use of index registers, it is never declared.
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The only advantage to declaring aregister as "read" or "write" isthat attempts to use that register
incorrectly (for example, making aread transfer register the destination of an ALU instruction)
resultsin an error. If the register were declared as "both", then such an attempt would not generate
an error, although it might generate a warning.

When register declarations are not used, there is no way to mark aregister as "read" or "write". In
previous versions of the assembler, this was allowed viathe .xfer_order_rd and .xfer_order_wr
directives. Thisusage is obsolete and now generatesawarning and is equivalent to ".xfer_order". If
you want the error checking previoudly provided by .xfer_order_rd and .xfer_order_wr, you must
now declare the appropriate registers with either the READ or WRITE keywords.

Visibility: In the case of transfer registers, this indicates whether the register isvisible to other
microengines viathe reflector. Neighbor registers are always visible. Conceptualy, this can take
one of two values:

* Visible: Other microengines can read/write this register.

¢ Invisible: Other microengines cannot read/write this register.

Note that it would be rare to have an absolute register declared with an automatic (non-volatile)
lifetime. Since absolute registers are generally accessed by multiple contexts, it should generally
have avolatile lifetime. Note that if an absolute register is declared with an automatic lifetime, the
assembler may chooseto treat it asif itslifetime were volatile.

For more details on visible/remote, see Section 2.8.7.

A visible transfer register would automatically be considered volatile. The syntax of the register
declaration is:

.reg [keywords]* namel name2 ...

keywords: Zero or more keywords as described below.

namen: : One or more register names. You cannot declare a register whose name
matches one of the keywords.

The keywords define the attributes of the registers being declared, as defined by the following
table:

Keyword Meaning

If the volatile keyword is present, then the lifetime of the declared registers is set to
volatile. Otherwise, the lifetime is automatic. Note that in some cases (e.g. named
neighbor registers), the lifetime is always volatile, regardless of the absence or presence
of this keyword.

volatile

If the global keyword is present, then the scope of the declared registers is set to global.
global Otherwise, if the declaration is within a block, the scope is set to block. If it is not within a
block, then the scope is set to module.

If the visible keyword is present, then the visibility of the declared transfer registers is

visible set to visible. Neighbor registers are always visible.
read If either the read or write keywords are present, then the direction for transfer and
write neighbor registers is set accordingly. These attributes have no effect on GPRs. If neither

keyword is given, or if both keywords are given, then the direction is set to both.
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If the extern keyword is present, then the named registers are declared elsewhere
extern (either in this module or another that will be linked in). This is similar to the C-language
construct “extern type name”.

If the remote keyword is present, then the named transfer or neighbor registers must be
declared in a different microengine and will presumably be the target of a neighbor write
or a reflector reference. These are resolved by UCLD. The remote register must be
declared as visible in the remote microengine in order to be seen by this microengine.

remote

Usage of these keywords is summarized in the following tables:

GPR Xfer Neighbor

volatile valid valid implied?®

global valid valid implied

visible error valid implied

read/write error valid error

extern valid valid valid

remote error valid valid

a. Implied means that it may be specified or not. In either case

the program behaves as if it were specified

Keyword compatibility

volatile

global

visible read/write extern remote
volatile
global X OK error error
visible
read/write OK X OK error
extern error OK X error
remote error error error X

Rules:

1. Remote cannot be used with any other keywords.
2. Extern can only be used with read or write.
3. Other keywords may be freely mixed.
Itisvalid to declare the same register as“.reg extern” and “.reg global”. It isalso valid to declare a

remote register multiple times. Thiswould occur when a macro which contains a remote register
declaration, is used multiple times.
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It isvalid to declare the same register name as remote and non-remote. In this case, context will
determine which register is referenced. This usage is confusing and should be avoided, but there
may be strange cases where thisis required (such as two microengines running identical code and
which want to access each other’s transfer registers).

To declare registers with a“modul €” scope, they should be declared outside of any .begin/.end
blocks and without the GLOBAL keyword. (See Section 2.8.1.2, “Mixing Indexed and Named
Register Usage™.)

The attribute implications are summarized as follows:

neighbor = (¢lobal, volatile, visible

visible = (global, volatile
remote = ¢lobal
extern = ¢lobal

The response to declaring aregister with the same name as a previously declared register is
summarized in the following table. Note that for the “first register/Block” column, the assumption
isthat the second register is declared within the same block.

First Register
Global Module Block Extern Remote

Global Error Error Warn ok?! OK

Module Error Error N/A2 Error OK
second Block Warn3 Warn3 Error Warn3 OK
Register

Extern ok?! Error Warn ok?! OK

Remote OK OK OK OK OK

LFirst and second registers refer to same register.
2You can't declare a module-scoped register within a block.
3Generates a hi gh-level (level-4) warning.

In such cases, more than one register will exist with the same name. Which is referenced isa
function of the code. The following example shows that alocal register declaration will mask a
global variable declaration of the same name within the scope of the local block:

.begin

.reg foo // defines a local variable named foo

.reg global foo // defines a global variable named foo

foo... // reference to foo is to the local variable
.end

foo ... // reference to foo is to global variable

The directive .xfer_order does not declare registers. The argumentsto .xfer_order need to be
declared before they are used in the .xfer_order. If programmers want to avoid writing out the
variable list twice, they can use a macro similar to:

#macro reg_order[type, regsl
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.reg type regs

.xfer order regs

#endm

reg order [global volatile, $1 $2 $3]

reg order([,$4 $5 $6]; Note, the null type field

For compatibility with earlier releases, .xfer_order_rd and .xfer_order_wr are still accepted;
however, they behave the same as .xfer_order. In order to get the checking that was previously
implied by these directives, the registers need to be declared with either the read or write keywords.

Details of Volatile and Visible

A register that is declared volatile and global has the same meaning as volatile in previous versions
of the assembler. That is, such virtual registers are allocated to dedicated physical registers.
However, registers can now be declared as volatile without being declared global. This means that
thevirtual register isallocated to adedicated physical register within the defining block. If the code
flow leaves that block, then the register could be reallocated. Thetypical use for this feature would
be microcode where different code blocks corresponded to different independent threads. In this
case, the defining block for the volatile registers would consist of all of the code for a given thread.
For example, the fact that context-0 had a particular volatile register should not affect the allocation
of the registerslocal to context-1.

Since volatile no longer implies global, it is also possible to have non-global visible registers. In
this case, there is the added restriction that any particular ME could only declare one visible

register with agiven name. If two were declared, then there would be no way to distinguish them.
For example, the following code would beinvalid:

.begin
.reg visible foo

.end

.begin
.reg visible foo // Not allowed because there are two visible foo'’s

Note that this would have been legal if either or both declarations had omitted the visible keyword.

Compatible Register Declaration Syntax
For compatibility with existing code, there is an alternate syntax for declarations.

The directive:

.local regl reg2 reg3 ...

is defined to be functionally equivalent to

.begin
.reg regl reg2 reg3 ...

Similarly, the directive:
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.endlocal

is defined to be functionally equivalent to

.end

Saying “functionally equivalent” meansthat it “behaves the same as’. However they are not fully
equivalent because the compatible and new syntax cannot be freely mixed. That is, a“.local” needs
to be closed with a“.endlocal”. The following two cases, for example, would be illegal:

.local

.end // Error: should be .endlocal

or

.begin

// Error: should be .end

Dealing with self-write neighbor regs

There is an ambiguity when writing to named neighbor registers. Normally, doing so writesto a
register in the neighboring ME. However, a CSR bit can be set that causes writes to go to the same
ME. This might be used, for example, to store certain constants or pseudo-constants for later use.

In general, the assembler cannot determine the setting of this CSR bit, so it needs the programmer
to indicate whether awrite to a named neighbor register is going to the neighbor ME or to the self
ME.

Thenormal caseis pretty straightforward. If the destination register is declared viaa.reg
directive, then it is assumed to be local to thisME. If itisdeclared viaa.reg remote directive,
then it is assumed to be in the neighbor. The one ambiguous situation is if the register is declared
withbotha.reganda.reg remote directive. In this case, it will be assumed that the actual
destination of the write is the register in the remote ME. While this usage may be needed in rare
occasions, it is confusing and should be avoided.

Notethat it is up to the programmer to ensure that the destination of the neighbor write matches the
current setting of the CSR bit. If these do not match, then arandom register in the wrong ME will
be modified.

Aggregate and Array Support

Register Arrays

The assembler supports the notion of an array of registers. Thisiscalled an "aggregate”. These are
declared by giving a bracketed size following the namein ".reg". For example:

.reg $x[3]
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declares an aggregate called "$x" consisting of three registers. The maximum size for an aggregate
is 128 registers. In the case of remote registers, the size can be left off, e.g. ".reg remote $r[]". You
cannot have an aggregate with the same name as a non-aggregate. So the following would be
invalid:

.reg S$al3]

.reg Sa ; 1llegal because of $al[3] above

Aggregates cannot be implicitly declared, they must be declared explicitly.

The xfer_order directive takes entire aggregates, not aggregate elements. For example:

.xfer order $a $x S$b
.xfer order $a $x[0] $b ;; ERROR, can’t use indices

Thiswould result in the registers being ordered as "$a $x[0] $x[1] $x[2] $b".

In instructions and most directives (exclusive of .reg and .xfer_order), elements of an array are
referenced with a bracketed index. Continuing the example above:

immed [$x[0], 1]

alulsx[1], sxI[2], +, 1]

alul--,--,b,$x] ;; ERROR: missing index
]

immed [$x[3], 0] ;; ERROR: index out of range

Compatibility with Earlier Releases

In previous releases, brackets were not allowed in directives and were ignored in instructions. This
resulted in the odd code style:

.reg $Sy0 Syl $y2
.xfer order $y0 $yl $y2
immed [$y [0], O]

Code that does this should be rewritten to use the new style (as described in the previous section).
For the current release, to maintain some compatibility with earlier code and to give programmers
a chance to update their code, the will exhibit the following behavior:

¢ |f areference looks like an aggregate element reference, but there is no register with the
specified name, then the assembler will remove the brackets and try to find that register. It will
also generate awarning that the code should be updated. For example, if there was a reference
"$name[3]" and there was no register named "$name", UCA would look for "$name3".

* |f areference looks like an old-style aggregate (e.g. $name0), but there is no register with the
specified name, then the assembler will look up the register as a true aggregate (e.g.
$name[0]). It will also generate awarning that the code should be updated. For example,
"$name0" will match aregister that was declared as ".reg. $name[4]".

This behavior is atemporary one to give programmers more of a chance to update their code.
Future releases will drop this behavior.
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Doubled Signal References

A doubled signal is another type of "aggregate”. For DRAM references, both signals are needed to
indicate that the I/O has completed. For other 1/O instructions that generate a doubled signal, one
"half" indicates that the write-transfer-register has been consumed, and the other "half" that the
read-transfer-register has been filled.

From a syntactic point of view, references to adoubled signal name by itself (e.g. "sig") will refer
to essentially the entire pair. To reference the low half, one would append either "[0]" or "[write]"
tothesigna (e.g. "sig[0]" or "sig[write]"). To reference the high half, one would append either
"[1]" or "[read]" to the signal (e.g. "sig[1]" or "sig[read]"). Referencesto "[0]" versus "[write]" (or
"[1]" versus "[read]") are equivaent; i.e. either can be used interchangeably. The suggested useis
that when the signal refersto a DRAM transaction "[0]" and "[1]" would be used, and when the
signal refers to another transaction, "[write]" and "[read]" would be used.

Note that doubled signals ook very similar to an array of signals (of length 2), except that in this
context, "write" isa synonym for "0", and "read’ is a synonym for "1" (as an aid in readability).

Doubled signals can be referenced three ways: via the address operator, viaabr_*signal, and viaa
ctx_arb.

The address operator can be applied to the unqualified name (e.g. "sig"), or to the qualified ones
("sig[Q]" or "sig[read]"). The address of "X" would be the address of "X[0]". Examples would
include:

immed [x, &s] ; references low/write half
immed [y, (l+&remote(s))] ; references high/read half

Thebr_*signal (br_signal, br_Isignal) instructions always reference qualified names. So the
following would be valid:

11#: br_ !signal [dram_sig[0], 11#] ; references low half
12#: br !signal[dram sigl[1l], 12#] ; references high half
13#: br !signall[sram sig[write], 13#] ; references low half
14#: br !signallsram sigl[read], 14#] ; references high half

Thebr_*signal functions should not reference the unqualified names (see Section 4.1.6.3.2).

The ctx_arb instruction can reference qualified or unqualified names. If the unqualified nameis
used, then it will be automatically doubled by the assembler, for example:

dram[..] , sig donel[s]
ctx_arb[s] ; equivalent to ctx_arbl[s[0], s[1]]

For advanced users, the individual halves of the signal can be referenced by using the qualified
names, for example:

sram[swap, $x, addr,0], sig done([s]
ctx_arbl[s[read]] ; not automatically doubled due to "[read]l™"
; 1t is now safe to access $x as a read xfer reg
ctx_arb[s[write]] ; not automatically doubled due to "[write]"
..; 1t is now safe to access $x as a write xfer reg

; Oor to reuse "s"
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Note that thisis advanced usage. In most cases, the programmer would use the unqualified name. It
isonly in extremely rare circumstances that advanced programmers would use qualified namesin a
ctx_arb.

These points are summarized in the following table:

Uses
Reference Address of br_*signal ctx_arb

- . OK
s (unqualified) OK Invalid (automatically doubled)
s[0] (qualified, DRAM) OK OK OK
s[write]  (qualified, non-DRAM) (not doubled)
s[1] (qualified, DRAM) OK OK OK
s[read] (qualified, non-DRAM) (not doubled)

Note that if adoubled signd is half-consumed before a ctx_arb (either through abr_*signal or
ctx_arb with aqualified name), then the signal must be referenced with a qualified name. For
example:

sram[swap, $x, ..], sig done[d]
ctx_arb[d[read]]
ctx_arb[d] ;;; ERROR: must be d[write] or d4[0]

Usage Notes

In typical usage, programmers won't need to use br_*signal for 1/O references, so they can just use
unqualified namesin the ctx_arb instruction, and virtually all aspects of doubled signals are
handled automatically by the assembler. 1.e. when using ctx_arb and unqualified signal names,
programmers can treat doubled and non-doubled signals in the same manner.

In some cases, which may be rare, programmers may want to poll a doubled signal using
br_!signal. In this case, they need to be aware of whether the signal is doubled or not, and if itis,
they need to use the appropriate qualified name.

In very rare cases, for advanced programmers, they may want to ctx_arb on aqualified doubled-
signal name, so that (typically) they can access the read transfer registers before the write
completes. Thisis an advanced technique to be used in special circumstances. It is not expected to
be used by the majority of programmers.
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Compatibility Issues

In previous releases, in the br_*signal usage, a different syntax was used:

Previous Syntax Current Syntax
S s[0] or s[write]
s+1 s[1] or s[read]

For compatibility with earlier releases, br_*signal will continue to accept "s' rather than "g[0]" or
"s[write]", although such use should be discouraged. Thisisto avoid confusion with the automatic
doubled of ctx_arb. Similarly, the syntax "s+1" will be accepted for "g[1]", although this is not
recommended. At some future release, such forms may cease to be accepted.

Similarly, where one used to write:

.if (signal(s+1))

one should now write:

.if (signal(s[1]))

Transfer Order(.xfer_order)

The .xfer_order directive describes an ordering of transfer registers. In the case of transfer
requiring multiple 32-bit data transfers, it is necessary to describe to the assembler those 32-bit
register names that must be contiguously ordered in the transfer register address space. Thisis so
that the intended data can be accessed predictably by symbolic specification to individual registers.
The xfer_order reserved name is followed by the ordered list of register names (order increases
from left to right).

Instruction Format

.xfer_order regl reg2 ...

For compatibility with earlier releases, .xfer_order_rd and .xfer_order_wr are still accepted;
however, they behave the same as .xfer_order. In order to get the checking that was previously
implied by these directives, the registers need to be declared with either the read or write keywords.

All registersthat are related via .xfer_order must have the same scope. So, for example, the
following would beinvalid:
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Examples: Incorrect Usage of Xfer_order (1)

.begin
.reg $x1 $x2
.begin
.reg $x3 $x4
.xfer order $x1 $x2 $x3 $x4 // invalid

Similarly, the following would aso be invalid:

Examples: Incorrect Usage of Xfer_order (2)

.reg $x1
.reg visible s$x2

.xfer order s$x1 $x2 // invalid

Thisis because $x1 is declared with amodule scope, and $x2 is declared with aglobal scope (since
visibleimplies global).

Register Lifetime Details

For non-volatile registers, the lifetime is computed automatically. Basically, the register is
considered “live” everywhere it is used as a source of an operation. This“liveness’ isthen
propagated backwards, up the flow graph until it is terminated by an operation that “ sets’ or
assigns avalue to that register.

If the register is not volatile and has a block scope, then the live-range is truncated when it leaves
the register’s defining block. The exception to thisis when it makes a subroutine call/return.

More particularly, when going up the flow graph, the live range is truncated when the current
microword isinside the register’s defining block, the next microword in the graph is not, and the
branch was not caused by aRTN. Thisisillustrated in the figure below. If the current microword is
the one labeled “re-entry point”, then the next-microword is not in the code block, but since the
next-microword isaRTN, the liverange is not truncated and continues up through the subroutine
and back into the code block.

Theregister live ,|code block

range is computedT| code... subroutine
from point of use | |call » entry point
upwardsto point || re-entry point

of setting. code... «—— rtn
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A similar situation exists when extending the live range of atransfer register. (It is extended going
down the flow graph from the 1/O operation to the completion of the I/O operation, typicaly a
ctx_arb.) In this case (going down the flow graph), the live rangeis truncated when the current
microword isin the register’s defining block, the next microword is not, and the next microword is
either not in a subroutine or isin the same subroutine as the current microword. That is, a
“subroutine call” is defined as a branch into a subroutine block from someplace not in that
subroutine block, and the live range going down the flow graph is truncated when it leaves the
defining block, unlessit isa*“subroutine call” as defined above.

Consider the case of a block-scoped register that wants to maintain its value outside of its block.
Thiswould be similar to avariablein C defined within afunction with the static qualifier. This
could be done in one of two ways:

Theregister could be declared as volatile. This will guarantee that no one else will clobber that
register, although it will “use up” a dedicated physical register.

Theregister could be declared as having amodul e or global scope. Thismakesit potentially visible
elsewhere in the code, but would result in its lifetime not being truncated.

MEv2 Queue Information

The MEV2 1/O operations (with the exception noted below) are inherently unordered with respect
to each other. That is, the implementation may enforce some particular order, but the architecture
does not. Asaresult, all MEv2 operations go to the "unknown" queue, and a signal must be
specified on each operation. You may take advantage of the ordering of a particular implementation
as determined from other sources (and indicated to the assembler through the mechanisms
described in the section entited “ Determining when 1/O operations complete” on page 66), but such
code will be inherently non-portable.

The exception to the above is operations to the M SF with the ordered optional token (see

Table 2-10). The ordering of MSF transactionsis limited in certain circumstances (e.g. between
writes to the TBUF and TX_VALIDATE). Thus code that is designed to be portable with future
versions of the architecture should limit use of the ordered token to this case. The current
implementations, however, maintain order of all transactions. If you want to take advantage of this,
you may use the ordered token in more situations. The danger in doing so, however, is that such
code may break for future generations of the chip.

Table 2-10. MEV2 Logical Queues

Instruction Condition Queue
MSF read, ordered MSF-Read
write, ordered MSF-Write
other unknown
other unknown

Signal Declarations
Signals are declared in amanner similar to registers:

.sig [keywords]* namel nameZ2 ...
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keywords: Zero or more keywords as described below.
namen: One or more signal names. You cannot declare a signal whose name

matches one of the keywords.

The keywords define the attributes of the signals being declared, as defined by the following table:

Keyword Meaning

If the volatile keyword is present, then the lifetime of the declared signals is set to

volatile volatile. Otherwise, the lifetime is automatic.

If the global keyword is present, then the scope of the declared signals is set to global.
global Otherwise, if the declaration is within a block, the scope is set to block. If it is not within a
block, then the scope is set to module.

visible If the visible keyword is present, then the visibility of the declared signals is set to

visible.
extern If the extern keyword is present, then the named signal needs to be defined elsewhere
(either in this module or another that will be linked in).
If the remote keyword is present, then the named signals must be defined in a different
remote microengine and will presumably be the target of a remote reference (e.g. sending an

inter-thread signal). These are resolved by UCLD. The remote signal must be declared
as visible in the remote microengine in order to be seen by this microengine.

The namespace for signalsisthe same asfor GPRS, i.e. an al phabetic character followed by zero or
more alphanumeric characters. Most particularly, there is no type prefix. Thisis because thereisno
reasonable scenario where a macro argument could represent a register or asignal, and the macro
has to determinewhich it is.

The volatile keyword would in general be needed if the signal were being generated other than in
response to some action within this thread. This might be needed, for example, for an inter-thread
signal .Preferred Register Declaration Syntax

The keyword restrictions are the same as for registers as described in Section 2.8.2.1, “Preferred
Register Declaration Syntax”.

When asignal is consumed viaa ctx_arb, all of the signals will be checked for number. For any of
these signals, if the source along any path generates a doubled signal®, then all sources must
generate adoubled signal. Each doubled signal will implicitly include the next higher signal in the
ctx_arb. For more information on doubled signals, refer to Section 2.8.3.3, “Doubled Signal
References’.

2.8.7 Use of REMOTE Keyword

Registers are defined by the code for the micro-engine in which they are located. Other micro-
engines (e.g. those doing a neighbor-write or reflector operation) reference these via the “remote”

keyword.

1. Somel/O operations generate two signals; i.e. the signal specified for the I/O operation must be even, and that signal and the next higher
odd signal isalso returned. Such asignal is called a“doubled signal” in this document. For more information on double signals, refer to
Section 3.1.2.4, “Event Signas’
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Similarly, signals are defined by the user or recipient of the signal (e.g. the micro-engine doing the
ctx_arb). Other micro-engines that wish to send asignal (e.g. viaa CSR write) would declare these
signals with the “remote” keyword. Note that the only valid operation on aremote signal is taking
the address of it. It is never valid to ctx_arb on aremote signal, since that signal does not exist in
the current micro-engine.

Note also that in order to successfully resolve the remote register or signal, it must be declared as
“vigible” in the remote micro-engine.

Thisisillustrated in the following examples:

Examples: MEO does a named neighbor write to ME1

MEO code MEL1 code
.reg remote n$name .reg visible n$name
alu[n$name, ...] alu[xxx, --, b, n$name]

Note in this example that neighbor registers are located in the MEL1 that reads them and not in the
MEQ that writes them.

Examples: ME1 does a reflector read from ME3

MEL1 code ME3 code
.reg remote $name .reg visible $name
.reg $my_xfer immed[$name, ...]

cap[read, $my_xfer, 3, $name, 0, 1], ctx_swapl[sig]

Note in this example that $nameislocated in ME3, and it is accessed using normal source/
destination references. In MEL, it isdeclared as “remote” and referenced viathe “cap” command.

Examples: ME4 sends a signal to ME2 (thread 1)

ME4 code ME2 code
.sig remote rsig .sig visible rsig
cap[fast_wr, ((2<<7) | (1<<4) | (&remote(rsig,2))), interthread_sig] ctx_arb[rsig]

Notein thisexamplethat the signal isdeclared and used normally in ME2 (except that it is declared
“visible”), and that it is referenced via the address operator in ME4.

Address Operator

Thereis aneed to be able to take the address of transfer registers and signals (the “address’ of a
signal isthe signal-number associated with it). This is needed for registers and signals defined
locally (i.e. non-remotely) and for ones declared remote.
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Note that the address of aregister isa"long-word address" (or equivalently a'register number"). In
other words, all low-order bits of the address are significant, and the addresses of the first few
registersare 0, 1, 2, etc. (not 0, 4, 8). The"address" of asignal isits signal number, in the range of
1...15.

When registers and signals are defined locally, thisis done by prepending an “&” to the register/
signal name; e.g.: &$xfer, &sig name

When registers and signals are declared remotely, the reference is defined with the following
pseudo-function:

&remote (name, ME num, ...)

name: Name of remote register/signal

ME num: Number of remote microengine

In the case where aregister/signal is declared in a different block (typically corresponding to a
different context), it isalso considered “remote’. It is referenced with the “ & remote(name)”
construct as described above, but with no ME_num specified.

If more than one ME_num is specified, then a check will be made to make sure that the specified
register/signa hasthe same addressin all of thelisted microengines. This can be used, for example,
when computing the address of atransfer register for a cap command where the microengine to be
reflected to is being selected at run-time. For example:

; Assume ME is in range of 1...3

immed [regl, ((1<<15) | (CTX<<6) | (&remote(S$r,1,2,3)<<2))]
alulregl,regl,or,ME, <<10)

cap[read, $x, regA, TMP, 1],

Inal of these cases, the reference is usable where a constant would be used. Depending upon the
usage, registers or signalsthat have their address taken may or may not need to be declared volatile
by the programmer.

These operators (as well as imported variables) can also be used in constant expressions.

In the context of constant expressions, the address of a remote (or local) neighbor register can be
taken. Note that when taking the address of a remote neighbor register, the ME number of the
neighbor does not need to be specified, and so the & remote() function is not needed. That is, to take
the address of aremote neighbor register, it is sufficient to say "&n$reg"”.

Note also that the address of alocal neighbor register can be taken within a constant expression but
not outside of a constant expression. Constant expressions have enclosing “()”, so the following is
valid:

.reg n$local gpr
immed [gpr, (&nsSlocal)]l

but the following is not:

.reg n$local gpr
immed [gpr, &n$local] ; Error: must be within constant expr
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Accumulating Results for ctx_arb[--]

In order to use the ctx_arb[--] feature, you need to be able to accumulate a subset of certain signals
into aregister. In order to do this, you need away to get the size of the signal and way to shift it to
the correct position. To support this, thereis a built-in function for constant expressions

mask (sig)

which will expand to "1" for normal signals and "3" for doubled signals. Thiswould typicaly be
used to generate a bit-mask to be written to active_ctx_wakeup_eventsasillustrated in the example
below.

The mask() function behaves differently based on whether the specified signdl is active at thetime
of use (e.g. if the use of mask() is between the I/O and the ctx_arb). If the signal is active, the value
of the mask function will be based on whether the active signal is doubled or not. Thisis because
another, unrelated use of the signal may useit in the other sense. However, if the signal is not active
at the time that mask() is used, but the signal isonly used in adoubled or single sense, the mask()
function succeeds. If the signal is not active where mask() is used, and the signal isused in both a
single and doubled manner, then an error resuilts.

Additionally, the alu (alu_shf) instruction will support syntax for shifting based on the address of a
signal. In particular, the shift token can take any of the following forms:

<<&sig or reg
<<&remote (sig or reg)
<<&remote (sig or reg, me)

<< (constant_expression)

Thiswould be used as indicated in the following example (for an explanation of ".io_completed",
see the section entitled “ Determining when |/O operations complete” on page 66"):

alulsig mask, --, b, (mask(sigl)), <<&sigl]

Jif (L)

alulsig _mask, sig mask, or, (mask(sig2)), <<&sig2]
.endif

i (L)

alulsig mask, sig mask, or, (mask(sig3)), <<&sig3]
.endif

local_csr_wrlactive_ctx wakeup_events, sig mask]
ctx_arb[--]

.io_completed sigl sig2 sig3

Note that if the mask() function isinvoked where asignal is live and single, but then that valueis
later used when the signal is doubled, (or vice versa), the code will fail with no warnings or errors.
For example:

Example of incorrect usage of mask()
sram[read, $x, a,0, 1], sig_donelsigl] ; sigl is single
alulsigl mask, --, b, (mask(sigl)), <<&sigl] ; mask() is 1

ctx_arb[sigl]

Af (L)

sram[swap, $x, a,0], sig_donel[sigl] ; sigl is now doubled
alultot_mask, tot_mask, or, sigl mask] ; sigl mask is 1
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; ERROR: tot_mask is now incorrect. It is 1, but should be 3
.endif

local_csr_wrlactive_ctx wakeup_events, tot_mask]

ctx_arb[--]

.io_completed sigl ..

2.8.8.2 Examples of Address Operator and Visible/Volatile Signals

Thefirst example is one context (context-0) signaling another (context-1) in the same ME:
Lif (etx () == 0)
.sig remote s
local _csr wrl..., (...&remote(s)...) ]

.elif (ctx() == 1)
.begin // begin block for context-1
.sig visible s
.while (1)

.endw
.end
.elif ...

In this case, context-0 is using aremote declaration and the "' & remote(name)” construct to
reference a signal declared within the same ME, but which islocal to a different block.

Note that if context-1 was in adifferent ME, then the picture would look almost identical, except
that the reference would be " & remote(name,M E_num)".

In either case, thereis aproblem if the programmer wants to use the same visible signal in
different, independent contexts. There are several ways in which this could be addressed:

1. Usethree different names, e.g. "s1", "s2", etc.

2. Usea.begin/.end block that included multiple contexts (but preferably not the unnecessary
contexts, as this would defeat the purpose of making the visible signal non-volatile).

3. Makethesignal "s' volatile and global, and just live with wasting a signal in the other
contexts.

Another example where this mechanism would be useful isin the case where one ME (the master)
isinitializing some data structure and wants to hold off the other MEs (the slaves) until the
structureisinitialized. A typical way to do thisisto have the master ME send an inter-thread signal
to the slave MEs. This signal would have to be visible, but it would only be used during
initialization. This could be handled in slaves as:

Lif (ctx() == 0)
.begin
.sig visible wakeup
lab#: br_!signal [wakeup, lab#]
.end
.endif

In this case, after the begin/end bl